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**LAB 6**

1. *Implement Cohen Sutherland Line Clipping algorithm.*

**Ans**

**Algorithm**

1) Assign the region codes to both endpoints.

2) Perform OR operation on both of these endpoints.

3) if OR = 0000,

then it is completely visible (inside the window).

* Else

Perform AND operation on both these endpoints.

* if AND ? 0000,

then the line is invisible and not inside the window. Also, it can’t be considered for clipping.

* else

AND = 0000, the line is partially inside the window and considered for clipping.

4) After confirming that the line is partially inside the window, then we find the intersection with the boundary of the window. By using the following formula:-

* Slope:- m= (y2-y1)/(x2-x1)

a) If the line passes through top or the line intersects with the top boundary of the window.

* x = x + (y\_wmax – y)/m
* y = y\_wmax

b) If the line passes through the bottom or the line intersects with the bottom boundary of the window.

* x = x + (y\_wmin – y)/m
* y = y\_wmin

c) If the line passes through the left region or the line intersects with the left boundary of the window.

* y = y+ (x\_wmin – x)\*m
* x = x\_wmin

d) If the line passes through the right region or the line intersects with the right boundary of the window.

* y = y + (x\_wmax -x)\*m
* x = x\_wmax

5) Now, overwrite the endpoints with a new one and update it.

6) Repeat the 4th step till your line doesn’t get completely clipped

**Source Code:**

import pygame

from pygame.locals import \*

from OpenGL.GL import \*

from OpenGL.GLU import \*

*# Define region codes*

INSIDE = 0  *# 0000*

LEFT = 1    *# 0001*

RIGHT = 2   *# 0010*

BOTTOM = 4  *# 0100*

TOP = 8     *# 1000*

*# Define window boundaries*

xmin, ymin = 50, 50

xmax, ymax = 100, 100

*# Define a function to compute the region code for a point (x, y)*

def compute\_code(x, y):

    code = INSIDE

    if x < xmin:

        code |= LEFT

    elif x > xmax:

        code |= RIGHT

    if y < ymin:

        code |= BOTTOM

    elif y > ymax:

        code |= TOP

    return code

*# Define Cohen-Sutherland line clipping algorithm*

def cohen\_sutherland\_line\_clip\_and\_draw(x0, y0, x1, y1):

*# Compute outcodes*

    outcode0 = compute\_code(x0, y0)

    outcode1 = compute\_code(x1, y1)

    accept = False

    while True:

        if not (outcode0 | outcode1):  *# If logical OR is 0, then both points are inside the clip rectangle*

            accept = True

            break

        elif outcode0 & outcode1:  *# If logical AND is not 0, then both points are outside the clip rectangle*

            break

        else:

*# Failed both tests, so calculate the line segment to clip*

*# from an outside point to an intersection with clip edge*

            x, y = 0, 0  *# Initialize coordinates for intersection*

*# At least one endpoint is outside the clip rectangle; pick it*

            outcode\_out = outcode0 if outcode0 else outcode1

*# Find intersection point*

            if outcode\_out & TOP:  *# Point is above the clip rectangle*

                x = x0 + (x1 - x0) \* (ymax - y0) / (y1 - y0)

                y = ymax

            elif outcode\_out & BOTTOM:  *# Point is below the clip rectangle*

                x = x0 + (x1 - x0) \* (ymin - y0) / (y1 - y0)

                y = ymin

            elif outcode\_out & RIGHT:  *# Point is to the right of the clip rectangle*

                y = y0 + (y1 - y0) \* (xmax - x0) / (x1 - x0)

                x = xmax

            elif outcode\_out & LEFT:  *# Point is to the left of the clip rectangle*

                y = y0 + (y1 - y0) \* (xmin - x0) / (x1 - x0)

                x = xmin

*# Now we move outside point to intersection point to clip*

*# and get ready for next pass*

            if outcode\_out == outcode0:

                x0, y0 = x, y

                outcode0 = compute\_code(x0, y0)

            else:

                x1, y1 = x, y

                outcode1 = compute\_code(x1, y1)

    if accept:

*# Draw the clipped line*

        glColor3f(0.0, 1.0, 0.0)  *# Green color*

        glBegin(GL\_LINES)

        glVertex2f(x0, y0)

        glVertex2f(x1, y1)

        glEnd()

def main():

    pygame.init()

    display = (500, 500)

    pygame.display.set\_mode(display, DOUBLEBUF|OPENGL)

    gluOrtho2D(0, 500, 0, 500)

    while True:

        for event in pygame.event.get():

            if event.type == pygame.QUIT:

                pygame.quit()

                quit()

        glClear(GL\_COLOR\_BUFFER\_BIT|GL\_DEPTH\_BUFFER\_BIT)

        glColor3f(1.0, 0.0, 0.0)  *# Red color*

*# Draw the line with red color*

        glBegin(GL\_LINES)

        glVertex2f(120, 10)

        glVertex2f(40, 130)

        glEnd()

*# Draw the clipping window with green color*

        glColor3f(0.0, 1.0, 0.0)

        glBegin(GL\_LINE\_LOOP)

        glVertex2f(xmin, ymin)

        glVertex2f(xmax, ymin)

        glVertex2f(xmax, ymax)

        glVertex2f(xmin, ymax)

        glEnd()

*# Perform line clipping and draw the result*

        cohen\_sutherland\_line\_clip\_and\_draw(120, 10, 40, 130)

        pygame.display.flip()

        pygame.time.wait(10)

main()

**Output:**

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

1. *Implement Sutherland Hodgemann polygon clipping algorithm.*

Ans

**Algorithm**

1. Start

2. Read coordinates of the clipping window

3. Consider the left edge of the window

4. Compare the vertices of each edge of the polygon, individually with the clipping plane

5. Save the resulting intersections and vertices in the new list of vertices according to four possible relationships between the edge and the clipping boundary discussed earlier.

6. Repeat steps 4 and 5 for remaining edges of the clipping window. Each time the resultant list of vertices is successively passed to process the next edge of the clipping window.

7. Stop.

**Source Code:**

import pygame

from pygame.locals import \*

from OpenGL.GL import \*

from OpenGL.GLUT import \*

SCREEN\_WIDTH = 1000

SCREEN\_HEIGHT = 800

*# Constants defining the region codes*

INSIDE = 0

LEFT = 1

RIGHT = 2

BOTTOM = 4

TOP = 8

def lineDDA(x0, y0, xEnd, yEnd):

    dx = xEnd - x0

    dy = yEnd - y0

    x = x0

    y = y0

    if abs(dx) > abs(dy):

        steps = abs(dx)

    else:

        steps = abs(dy)

    xIncrement = float(dx) / float(steps)

    yIncrement = float(dy) / float(steps)

    glBegin(GL\_POINTS)

    for \_ in range(int(steps) + 1):

        glVertex2d(round(x), round(y))

        x += xIncrement

        y += yIncrement

    glEnd()

def calculate\_intersection(p1, p2, p3, p4):

    x1, y1 = p1

    x2, y2 = p2

    x3, y3 = p3

    x4, y4 = p4

    denominator = ((x1 - x2) \* (y3 - y4)) - ((y1 - y2) \* (x3 - x4))

*# Check if the lines are parallel or coincident*

    if denominator == 0:

        return None

    px = (((x1 \* y2) - (y1 \* x2)) \* (x3 - x4) - (x1 - x2) \* ((x3 \* y4) - (y3 \* x4))) / denominator

    py = (((x1 \* y2) - (y1 \* x2)) \* (y3 - y4) - (y1 - y2) \* ((x3 \* y4) - (y3 \* x4))) / denominator

    return px, py

def sutherland\_hodgman(subject\_polygon, clip\_polygon):

    output\_list = subject\_polygon[:]

    clip\_edges = len(clip\_polygon)

    result = []

    for i in range(clip\_edges):

        input\_list = output\_list[:]

        output\_list.clear()

        edge\_start = clip\_polygon[i]

        edge\_end = clip\_polygon[(i + 1) % clip\_edges]

        for j in range(len(input\_list)):

            current\_point = input\_list[j]

            previous\_point = input\_list[(j - 1) % len(input\_list)]

*# Check if the current point is inside or outside the clipping edge*

            if (edge\_end[0] - edge\_start[0]) \* (current\_point[1] - edge\_start[1]) - (edge\_end[1] - edge\_start[1]) \* (

                    current\_point[0] - edge\_start[0]) >= 0:

                if (edge\_end[0] - edge\_start[0]) \* (previous\_point[1] - edge\_start[1]) - (

                        edge\_end[1] - edge\_start[1]) \* (previous\_point[0] - edge\_start[0]) < 0:

*# Calculate intersection point and add it to the output list*

                    intersection = calculate\_intersection(edge\_start, edge\_end, previous\_point, current\_point)

                    if intersection:

                        output\_list.append(intersection)

                output\_list.append(current\_point)

            elif (edge\_end[0] - edge\_start[0]) \* (previous\_point[1] - edge\_start[1]) - (

                    edge\_end[1] - edge\_start[1]) \* (previous\_point[0] - edge\_start[0]) >= 0:

*# Calculate intersection point and add it to the output list*

                intersection = calculate\_intersection(edge\_start, edge\_end, previous\_point, current\_point)

                if intersection:

                    output\_list.append(intersection)

    result = output\_list

    pygame.init()

    pygame.display.set\_mode((SCREEN\_WIDTH, SCREEN\_HEIGHT), DOUBLEBUF | OPENGL)

    glViewport(0, 0, SCREEN\_WIDTH, SCREEN\_HEIGHT)

    glMatrixMode(GL\_PROJECTION)

    glLoadIdentity()

    glOrtho(-SCREEN\_WIDTH / 2, SCREEN\_WIDTH / 2, -SCREEN\_HEIGHT / 2, SCREEN\_HEIGHT / 2, -1, 1)

    glMatrixMode(GL\_MODELVIEW)

    while True:

        for event in pygame.event.get():

            if event.type == pygame.QUIT:

                pygame.quit()

                quit()

        glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT)

        glLoadIdentity()

*# Draw the original subject polygon*

        glColor3f(0.0, 0.0, 1.0)

        glBegin(GL\_LINE\_LOOP)

        for vertex in subject\_polygon:

            glVertex2f(vertex[0], vertex[1])

        glEnd()

*# Draw the clipping window*

        glColor3f(1.0, 0.0, 0.0)

        glBegin(GL\_LINE\_LOOP)

        for vertex in clip\_polygon:

            glVertex2f(vertex[0], vertex[1])

        glEnd()

*# Draw the resulting clipped polygon*

        glColor3f(0.0, 1.0, 0.0)

        glBegin(GL\_LINE\_LOOP)

        for vertex in result:

            glVertex2f(vertex[0], vertex[1])

        glEnd()

        pygame.display.flip()

subject\_polygon = [(50, 150), (200, 50), (350, 150), (350, 300), (250, 300), (200, 250), (150, 350), (100, 350), (100, 200)]

clip\_polygon = [(100, 100), (300, 100), (300, 300), (100, 300)]

sutherland\_hodgman(subject\_polygon, clip\_polygon)

**Output:**

**![A black background with a black square with red and green lines
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1. *Write a Program to Implement:*
   1. *3D Translation*
   2. *3D Rotation*
   3. *3D Scaling*

*(Consider any three-dimensional shapes given by your graphics and library and Perform these Transformations)*

**Ans:**

**Algorithm for 3D translation**

1. Start
2. Initialize the graphics mode.
3. Draw a 3D object.
4. Translation
   * Get the translation value tx, ty
   * Move the object with tx, ty (x’=x+tx,y’=y+ty, z’=z+tz)
   * Plot (x’, y’)
5. Stop

**Source Code:**

import pygame

from OpenGL.GL import \* from OpenGL.GLUT import \* from OpenGL.GLU import \*

# cube's vertices cube\_vertices = [

[-1, -1, -1], [1, -1, -1], [1, 1, -1], [-1, 1, -1], # Bottom face

[-1, -1, 1], [1, -1, 1], [1, 1, 1], [-1, 1, 1] # Top face

]

# cube's edges using vertex indices cube\_edges = [

faces

]

def draw\_cube(vertices): glBegin(GL\_LINES)

for edge in cube\_edges:

for vertex\_index in edge:

import pygame

from OpenGL.GL import \*

from OpenGL.GLUT import \*

from OpenGL.GLU import \*

*# Cube's vertices*

cube\_vertices = [

    [-1, -1, -1], [1, -1, -1], [1, 1, -1], [-1, 1, -1],  *# Bottom face*

    [-1, -1, 1], [1, -1, 1], [1, 1, 1], [-1, 1, 1]  *# Top face*

]

*# Cube's edges using vertex indices*

cube\_edges = [

    [0, 1], [1, 2], [2, 3], [3, 0],  *# Bottom face edges*

    [4, 5], [5, 6], [6, 7], [7, 4],  *# Top face edges*

    [0, 4], [1, 5], [2, 6], [3, 7]  *# Vertical edges connecting top and bottom faces*

]

def draw\_cube(vertices):

    glBegin(GL\_LINES)

    for edge in cube\_edges:

        for vertex\_index in edge:

            glVertex3fv(vertices[vertex\_index])

    glEnd()

def main():

    pygame.init()

    display = (800, 600)

    pygame.display.set\_mode(display, pygame.OPENGL | pygame.DOUBLEBUF)

    gluPerspective(45, (display[0] / display[1]), 0.1, 50.0)

    glTranslatef(0.0, 0.0, -5)  *# Initial camera position*

    clock = pygame.time.Clock()

    while True:

        for event in pygame.event.get():

            if event.type == pygame.QUIT:

                pygame.quit()

                quit()

        glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT)

*# Original Cube*

        glColor3f(0.0, 1.0, 0.0)  *# Green color*

        draw\_cube(cube\_vertices)

*# Translated Cube*

        glPushMatrix()

        glTranslatef(1, 0, 0)  *# Translate by (1, 0, 0)*

        glColor3f(1.0, 0.0, 0.0)  *# Red color*

        draw\_cube(cube\_vertices)

        glPopMatrix()

        pygame.display.flip()

        clock.tick(60)

if \_\_name\_\_ == "\_\_main\_\_":

    main()

**Output:**

![A green and red cube
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**Algorithm for 3D Rotation**

1. Start
2. Initialize the graphics mode.
3. Draw a 3D object.
4. Rotation
   1. Get the Rotation angle
   2. Rotate the object by the angle ф
      * x’=x cos ф - y sin ф
      * y’=x sin ф - y cosф
   3. Plot (x’,y’)
5. Stop

**Source Code:**

import pygame

from OpenGL.GL import \*

from OpenGL.GLUT import \*

from OpenGL.GLU import \*

*# The cube's vertices*

cube\_vertices = [

    [-1, -1, -1], [1, -1, -1], [1, 1, -1], [-1, 1, -1],  *# Bottom face*

    [-1, -1, 1], [1, -1, 1], [1, 1, 1], [-1, 1, 1]  *# Top face*

]

*# The cube's edges using vertex indices*

cube\_edges = [

    [0, 1], [1, 2], [2, 3], [3, 0],  *# Bottom face edges*

    [4, 5], [5, 6], [6, 7], [7, 4],  *# Top face edges*

    [0, 4], [1, 5], [2, 6], [3, 7]  *# Vertical edges connecting top and bottom faces*

]

def draw\_cube(vertices):

    glBegin(GL\_LINES)

    for edge in cube\_edges:

        for vertex\_index in edge:

            glVertex3fv(vertices[vertex\_index])

    glEnd()

def main():

    pygame.init()

    display = (800, 600)

    pygame.display.set\_mode(display, pygame.OPENGL | pygame.DOUBLEBUF)

    gluPerspective(45, (display[0] / display[1]), 0.1, 50.0)

    glTranslatef(0.0, 0.0, -5)  *# Initial camera position*

    clock = pygame.time.Clock()

    while True:

        for event in pygame.event.get():

            if event.type == pygame.QUIT:

                pygame.quit()

                quit()

        glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT)

*# Original Cube*

        glColor3f(0.0, 1.0, 0.0)  *# Green color*

        draw\_cube(cube\_vertices)

*# Rotated Cube*

        glPushMatrix()

        glRotatef(5, 5, 5, 5)  *# Rotate by 5 degrees on all axes*

        glColor3f(1.0, 0.0, 0.0)  *# Red color*

        draw\_cube(cube\_vertices)

        glPopMatrix()

        pygame.display.flip()

        clock.tick(60)

if \_\_name\_\_ == "\_\_main\_\_":

    main()

**Output:**
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**Algorithm for 3D scaling**

1. Start
2. Initialize the graphics mode.
3. Draw a 3D object.
4. Scaling
   * Get the scaling value Sx,Sy
   * Resize the object with Sx,Sy (x’=x\*Sx,y’=y\*Sy)
   * Plot (x’,y’)
5. Stop

**Source Code:**

import pygame

from OpenGL.GL import \*

from OpenGL.GLUT import \*

from OpenGL.GLU import \*

*# Cube's vertices*

cube\_vertices = [

    [-1, -1, -1], [1, -1, -1], [1, 1, -1], [-1, 1, -1],  *# Bottom face*

    [-1, -1, 1], [1, -1, 1], [1, 1, 1], [-1, 1, 1]  *# Top face*

]

*# Cube's edges using vertex indices*

cube\_edges = [

    [0, 1], [1, 2], [2, 3], [3, 0],  *# Bottom face edges*

    [4, 5], [5, 6], [6, 7], [7, 4],  *# Top face edges*

    [0, 4], [1, 5], [2, 6], [3, 7]  *# Vertical edges connecting top and bottom faces*

]

def draw\_cube(vertices):

    glBegin(GL\_LINES)

    for edge in cube\_edges:

        for vertex\_index in edge:

            glVertex3fv(vertices[vertex\_index])

    glEnd()

def main():

    pygame.init()

    display = (800, 600)

    pygame.display.set\_mode(display, pygame.OPENGL | pygame.DOUBLEBUF)

    gluPerspective(45, (display[0] / display[1]), 0.1, 50.0)

    glTranslatef(0.0, 0.0, -5)  *# Initial camera position*

    clock = pygame.time.Clock()

    while True:

        for event in pygame.event.get():

            if event.type == pygame.QUIT:

                pygame.quit()

                quit()

        glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT)

*# Original Cube*

        glColor3f(0.0, 1.0, 0.0)  *# Green color*

        draw\_cube(cube\_vertices)

*# Scaled Cube*

        glPushMatrix()

        glScalef(0.5, 0.5, 0.5)  *# Scale by factors (0.5, 0.5, 0.5)*

        glColor3f(1.0, 0.0, 0.0)  *# Red color*

        draw\_cube(cube\_vertices)

        glPopMatrix()

        pygame.display.flip()

        clock.tick(60)

if \_\_name\_\_ == "\_\_main\_\_":

    main()

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlIAAAJECAMAAADqjjrHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABsUExURQAAAAAmAACAAACCAAD3AAC6AACyAADQAAAvAAAIAABFAACUAABZAABNAAD8AADoAADlAAAxAAAaABcAAE0AAP8AAO0AAOUAAF8AABoAAJQAAFkAAIAAAEUAAAgAANAAAC8AAOgAALIAAAAAAEN/lY4AAAAkdFJOU///////////////////////////////////////////////AFgsDQ0AAAAJcEhZcwAADsQAAA7EAZUrDhsAAA59SURBVHhe7djrThtbEoBRICJRCIJECHIxaKLz/g85buJUE0Kgtl3YezdrBc1h/oFdlL+uIwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAALpy/O6E0R1v3swuHJ9cnL5/72vkr9OLdz3N1MnFh65GnHbHny/fbb7twcnp8eezzfcM6cvn49OTzfc9OHl/dPbufPN/GND5p7OjvkbqdP1Dmalx3b957zvbUr8GnSGdfZrWQXdbavo4/nL//xjMJoT721LrmfpgTw3o7POvx/UeR2qzQBnK+bvNIuhypDT6eOa3rMOWmmj0wTz4YOlzS80fzAzh4SNVryP1+/GBEZx9ePCQ3u1IuaOP489M6bSlJhp9EI/eqH63lEYfxOOTT88j5Y4+gr+it+uRckfv39+P5h231MQdvXNxM5/1vaU0eueeent6HymN3rMnP0S6Hyl39H49/fjUeUtN3NE79cfNfNb/llr/6HqqR/9KkhFGSqP36J9vyhAjpdH78+/zzgAtNXFH78wzgTvGlnJH78xzj+GjjJQ7ek+euJnPhhkpjd6P59+KQVpqotE78cIHxjhb6vkPcPbmpUelkUbKHb0H/7iZz4YaKXf0w3s5PwZqqYlGP7DEGzDWltLoB5Y55Yw2Uu7oh5SK2eFGyh39cHKP3IO11MQd/UCevZnPxttSGv1Asi/7iCOl0Q8h/eEw5Ei5o+9f/rFowJaauKPv2Ys389mYW2r9K+qpfWpJjVFHSqPvU9OLPexIafT9aTvbDNpSE3f0PWkM13G3lDv6nrQ+Xo88Uu7o+5C8mc+GHimN/vraX+KBW2qi0V/ZFh8EY2+p9g96mmzzCDT6SLmjv6aGm/ls+JFyR38922XF4C010eivZMsXdvwtpdFfybYnmiWMlDv6a9g6UhcxUu7o9bZ/lF5AS03c0Ys138xny9hSGr3YLi/nUkZKo1faaekvZqTc0evs9rizkJaauKMX2epmPlvOllq/FHqqwq4JsaSR0ugVdn4RFzVSGn13u59jFtRSE3f0HRUE6bK2lDv6jioem5c2Uu7ou9jhZj5b3Ehp9O3VvHQLa6mJRt9S0YJf3paqCYI3qOrRZokj5Y6+jR1v5rNFjpQ7eru6XFhgS000eqPCF2yZW+r+j+78zFf6q/BPcKkjdXR2cUnaReFSX+xInV8ef/zoK/f15bLweWahLbXeUpcuCWkfK0dquR98lx833/Gi40sffC+zpRrYUhnntlTesZZKsKUafPTBl6ClGpRuKS2FlsrRUg20VIYt1UBLZWipBloqw5ZqoKUytFQDLZVhSzXQUhlaqoGWyrClGmipDC3VQEtl2FINtFSGlmqgpTJsqQZaKkNLNdBSGbZUAy2VoaUaaKkMW6qBlsrQUg20VIYt1UBLZWipBloqw5ZqoKUytFQDLZVhSzXQUhlaqoGWyrClGmipDC3VQEtl2FINtFSGlmqgpTJsqQZaKkNLNdBSGbZUAy2VoaUaaKkMW6qBlsrQUg20VIYt1UBLZWipBloqw5ZqoKUytFQDLZVhSzXQUhlaqoGWyrClGmipjPaWurpb3S3k62rzK2VpqYz2LXV3fX1z83X8r5vr67vNr5SlpTLaW2p1fb26WoD179E6UloqY4stdbP6sdp8P7D1L3HT+mtoqYz2lrq7uVrdDj9T61/h6uagW0pLhfVIrf/EW9+NztytF237SGmpjPaWmkbq6O7r99bHpZ78/Ppz/eh62C2lpcL9SB19/zrwnrr733qittpSRuplW7XU/X/G7anNx7aWmh2+pSbfRp2p3w8XWmrWQUtNBm30qczvaalZDy01uY/cwVzNEailZl201OTneI2+flTdfKelHuijpSY/R7ujr27nMdJSs05aajLYHX11+23z3ZqWmvXSUpOhGj3K/J6WmnXTUpOB7uiPHie01KyflpoMc0e/e/SAqqVmHbXU5M+Pk26tfjw6eWipWU8tNVndDuHx4GupWVctNbm9+a97N7ebHzZoqVlfLbV2+9/mm479VzBSWiqjoKXezkhpqQxbqoGWyqhpKVuqnZYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDSwUtVUNLBVuqhpYKWqqGlgq2VA0tFbRUDS0VbKkaWipoqRpaKthSNbRU0FI1tFSwpWpoqaClamipYEvV0FJBS9XQUsGWqqGlgpaqoaWCLVVDS4WnRurmv+7daKln9NZSq9shrDY/7m9aatZZS939ePxmdWn149EEaalZXy318+vPzXedu/v6/Y+fXEvNumqpu/8NMlFHR9+//jFDWmrWU0v99XHSs7s/ekpLzTpqqdVf0du1bw9/XC0166elBinz2cOlqqVmvbTU1aM4GcGDhwktNeulpdaPUJvvBvIz/gy01KyTllrdDrejJj9/f1hrqVkfLbW6/Xb/3+H8fqTQUrMuWmq4Mp9tGl1LzXpoqWFu5k/5dUfXUrMOWupu5Ina3NG11OzwLbX6MfRErX+J9ce2lpodvKUGu5k/Zf0raKnZoVtqNW6Zz9a/hJYKh22p1fX1t6urq+/fv6//d2Dr36P1L0NLZWzRUtfXN4twfa2lfjtsS13dre4WYXX362abp6Uy2lvqDdNSGe1b6g3TUhntLfWGaakMW6qBlsrQUg20VIYt1UBLZWipBloqw5ZqoKUytFQDLZVhSzXQUhlaqoGWyrClGmipDC3VQEtl2FINtFSGlmqgpTJsqQZaKkNLNdBSGbZUAy2VoaUaaKkMW6qBlsrQUg20VIYt1UBLZWipBloqw5ZqoKUytFQDLZVhSzXQUhlaqoGWyrClGmipDC3VQEtl2FINtFSGlmqgpTJsqQZaKkNLNdBSGbZUAy2VoaUaaKkMW6qBlsrQUg20VIYt1UBLZWipBloqw5ZqoKUytFQDLZVhSzXQUhlaqoGWyrClGmipDC3VQEtl2FINtFSGlmqgpTLOL78cf/Qv9++LkUo4u7gk7aLwg2+pLXX+6fzMv/y/T3UztdAtdX5S+Gf3FhS+YMscqco/ujfi/FNVTi1ypL58/rL5jrSzz0VXlyW21NkHE7WF4881e2qBW6puhb8xZ+9KcmF5I3Ve88K8RTUv3eJGSpnvoGTBL62lqoLgjap4sFnYlip7bHmrvnzY+U9yWSN1/s6O2tHu4bCokVLmBXZ+EZfUUsq8xK6NvqAt5WZeZMcgXc5IuZmX2e2xeTEj5WZeaKc7+lJaSpmX2uXlXMiWUubFdlj6yxgpN/Ny2z/sLGKk3MxfwdZ39CW0lJv5q9g2JhawpZT5K9nyhR1/pJT5q9mu0YcfKTfzV7RVpI7eUm7mr2qbR+nBt5Sb+Svb4o4+9kgp81fX/hIPPVLKfA+aPwhGbik3871ofQAaeEu5me9J4x193JFyM9+btsAYdqSU+R41vdijtpQy36uWRh90S7mZ71lDuI45Um7me5d/vB5ypNzMDyB9Rx+xpZT5QWRf9gG3lDI/kOSHw3gj5WZ+MLmHouFGys38gFJ39NFays38oDLRMdiWUuYHlngDxhopZX5wLzf6UCPlZt6BF2N2pJZyM+/CS4/cA20pN/NOvHBHH2eklHk3nn8rhhkpZd6RZz8wRmkpN/OuPPegNMiWcjPvzDN39DFGys28O/8OkSFGSpl36J9vyggtpcy79K9GH2BLuZl36h+B2/9IuZl36+nH8O5Hys28Y0/e0XtvKWXetafens63lDLv3BMfIn2PlJt59/5+eOp6pNzMB/DXHb3nlnIzH8LjOOl4SynzQTx6o/odKWU+jD8bvduRcjMfyB/R22tLuZkP5eGjeadbys18MA/u6H2OlDIfzvyWdTlSynxA8cHSY0u5mQ/p9wNVh1vKzXxQmzt6fyPlZj6sX8HS3Ugp84Hdv3m9tZQyH9rU6H1tqdNjN/OxrUO4ry114WY+uuMPFz2N1PHJxena+9P3vob72rxtpxcnXT2wH58wPCcgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAOCtOjr6PxgqfMm8el0eAAAAAElFTkSuQmCC)

# Conclusion:

After the completion of this lab, I learned how to transform shapes in three dimensions by using homogeneous coordinate system and transformation matrices by the use of python, Opengl APIs for python, and pygame for window creation.